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Abstract

Abstract

Introduction: Mechanical ventilation plays a crucial role in modern medical care, as it is the primary
treatment for various respiratory and breathing disorders. However, like other medical devices, me-
chanical ventilators are prone to generate false alarms. These can lead to alarm fatigue, a state in
which medical personnel exhibit a reduced ability to notice or respond to alarms or to treatment errors
when staff incorrectly assume the alarm to be valid. Because no established method exists for deal-
ing with frequent false alarms, this work aims to identify viable algorithms for use in an autonomous
system that can detect and appropriately handle false alarms resulting from equipment errors.
Methods: To identify viable candidates, | used an existing comparison study of algorithms for time
series anomaly detection by Schmidl et al. [1]. | defined the requirements that the intended application
imposes on a viable algorithm and developed a context-based evaluation scheme using multi-attribute
decision making. | then validated the weighting of the scheme using a Monte Carlo simulation and
ranked the algorithms according to their viability, separately for each machine-learning type.
Results: | identified seven key requirements, including runtime constraints, hardware demands,
anomaly-detection performance and input-data characteristics. For all but one requirement, | was
able to obtain relevant metrics from the available dataset and construct a scoring function using multi-
attribute decision making. | selected weights for this scoring function and assessed their robustness
and stability through a Monte Carlo simulation. In the simulation it became evident, that the most
viable algorithms are PCC for unsupervised learning, RBForest and RobustPCA for semi-supervised
learning and Normalizing Flows for supervised learning.

Discussion: All highly viable algorithms exhibited both high mean ranks, indicating high viability and
low standard deviations, indicating high rank stability, across the Monte Carlo simulation. Nonethe-
less, the scoring function has limitations: the dataset was restricted, runtime requirements for the
specific clinical use case were unavailable, one requirement could not be quantified and algorithm
crashes during time series execution may have introduced bias into the dataset.

Conclusion: Future work is required to identify the most viable algorithm or ensemble for developing
an autonomous alarm management system for mechanical ventilation. Such work could leverage the
evaluation scheme | proposed in this work, using simulated patient data and incorporating additional
context regarding available processing times. Nevertheless, given the Monte Carlo validation and the
focus on algorithm rankings rather than raw scores, the resulting algorithm ranking | presented in this

work provides a robust guideline for future work.
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1 Introduction

1 Introduction

1.1 Motivation

Mechanical ventilation plays an important role in modern medical care [2-5]. It is used in various
environments such as anesthesia, emergency care, intensive care and patient transport [5}|6]. Me-
chanical ventilation is the primary therapeutic intervention for managing acute respiratory distress
syndrome (ARDS) and acute lung injury (ALI) and it is essential for sustaining patients’ lives during
these high-mortality conditions [7]. The use of mechanical ventilation also helped to reduce mortality
rates for patients drastically, for example during the 1952 Copenhagen poliomyelitis epidemic or the
COVID-19 pandemic [2].

The number of cases of mechanical ventilation is continuously rising [3]. At the same time mechanical
ventilation is a critical intervention. Complications may result in patient harm, potentially including
death [8]. Therefore the risk for complications during ventilation should be minimized.

To ensure patient safety and to alert medical staff in the event of a complication, a ventilator can trig-
ger a wide range of audible and visual alarms [6,9]. For example some ventilators measure various
ventilation parameters, such as volume and flow. If a manually set parameter exceeds or falls below
its predefined threshold, an alarm is triggered [4, 6]. Since these alarm thresholds typically must be
set manually, there is a high risk of selecting suboptimal values, which can result in either excessive
alarms, contributing to alarm fatigue (Definition or insufficient alarms, thereby endangering patient
safety.

The number of alarms in clinical environments is steadily increasing [10]. This number of especially
audible alarms leads to alarm fatigue among medical staff [6//10/|11]. This causes a significant hazard
to patient safety [6) [10], for example when medical staff, due to alarm fatigue, fails to recognize an
alarm and does not react to it [11]. Meanwhile 85% to 99% of alarms generated by all medical devices
do not require any action from medical staff but are instead false alarms, for example due to improper
alarm thresholds or faulty equipment like sensors or wires [12].

Currently, the primary approach for reducing false alarms during ventilation is to adjust the alarm
thresholds to the optimal settings for a given patient [10]. However, if the device itself measures
wrong data, for example due to a compromised measuring line of a transport ventilator [9], this
approach does not help.

1.2 Research Objectives

Besides optimizing alarm thresholds another approach to reducing false alarms is the integration of
data from the mechanical ventilator and additional medical devices, enabling joint analysis across
multiple data sources [12]. Theoretically, it should be possible to apply anomaly detection algorithms
to this combined time series dataset to identify false alarms. Ideally, such analysis would be per-
formed on a small and cost-effective device.

The overarching goal is to reduce the frequency of false alarms in mechanical ventilation by automat-
ically identifying and suppressing alarms triggered by measurement errors, such as a compromised
measuring line and instead generating more targeted and informative alerts. To contribute to this



1 Introduction

goal, the present work aims to identify feasible algorithms suitable for this task. Specifically, the
objectives of this work are:

(O1) To define the requirements that alarm management for mechanical ventilation imposes on any
suitable algorithm

(O2) To develop an evaluation scheme to quantify the extent to which each algorithm fulfills these
requirements

(O3) To apply this evaluation scheme to provide an ordered list of suitable algorithms across the
categories of supervised, semi-supervised and unsupervised learning

1.3 Preliminaries

In this section, | will provide a brief introduction to the preliminaries of this work.

Definition 1 (Alarm fatigue). Alarm fatigue is a phenomenon that occurs when individuals are ex-
posed to a high frequency of audible alarms, such as in intensive care units (ICUs). As a result,
affected individuals may become desensitized to these alarms, leading to a reduced ability to notice
or respond to them appropriately [6].

Definition 2 (Time series). A Time series is an ordered set T = {T,T>,...,T,,} of m real-valued,
potentially multidimensional data points, where each T; € R" [1]. If n = 1, T is referred to as a
univariate time series. Otherwise, it is a multivariate time series. In the latter case, correlations may
exist between the different dimensions [13].

Definition 3 (Anomaly). An Anomaly, in the context of time series (Definition[2), refers to one or
more data points in one or, in the context of multivariate time series, more dimensions that deviate
significantly from the usual distribution, values, correlations or general pattern within the time se-
ries [1,113+16]. Only a small portion of a time series can be considered anomalous, as it represents
a deviation from the normal pattern [13].

Definition 4 (Anomaly detection). Anomaly Detection describes the process of finding anomalies
(Definition |3) in time series. Typically this is achieved by assigning every data point in a time series
either an anomaly score, which describes how anomalous it is, or a binary label, either anomalous
or non-anomalous [1}[13,15]. There are different types of anomaly detection approaches, including
statistical clustering, distance-based, density-based, pattern matching, predictive, deep learning and
ensembles of the former [13}[15].

Definition 5 (Anomaly Types). There are three main Anomaly Types in the context of time series
(Figure[1):

* A Point Anomaly (or outlier, global outlier or global anomaly) is a single data point that is
anomalous in the context of the entire time series, for example due to an unusually high or low
value or an atypical correlation [13+16].
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Different anomaly types in univariate sine wave time series
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Figure 1: Example of the three types of anomalies in one time series (m = 350 data points). The underlying
pattern is a simple sine wave, including a point anomaly (blue), a sequence anomaly (orange) and a
contextual anomaly (green).

* A Sequence Anomaly (or collective, group, pattern or subsequence anomaly) is a continuous
series of anomalous data points (n > 1). Individual points within the sequence may not appear
anomalous on their own, but the pattern they form (or break) constitutes the anomaly [14-H16].

» A Context Anomaly (or contextual anomaly or local outlier) is a data point or a series of data
points that are not anomalous with respect to their global values but are considered anomalous
in the context of neighboring points, for example due to an unusually high increase or decrease
in value [13+16].

Definition 6 (Learning types). There are three Learning Types in machine learning related to this
work:

* Unsupervised Learning (or Type | learning) is a type of machine learning that discovers hid-
den structures or patterns in unlabeled data based solely on its intrinsic characteristics, without
requiring prior knowledge or labeled training data. There is no separate training phase. Instead,
learning occurs continuously during execution. In the context of time series analysis, unsuper-
vised methods model normal behavior, enabling deviations from these patterns to be detected
as potential anomalies [1}/13].

» Supervised Learning (or Type Il learning) is a type of machine learning in which the algorithm
is trained on labeled data, meaning each input is paired with a known output. The algorithm
learns to map inputs to outputs and can then predict or classify new, unseen data based on
this mapping. The learning objective of supervised learning can be defined as minimizing
the models error on yet unseen data [17]. In time series analysis, supervised methods can
be trained to recognize normal and anomalous patterns when labeled examples of both are



1 Introduction

available. However, supervised learning is uncommon in time series analysis, as sufficiently
large labeled datasets are typically rare [1,/13].

+ Semi-Supervised Learning (or Type lll learning) is a hybrid approach that combines elements
of supervised and unsupervised learning. In time series analysis, the algorithm is typically
trained on data that contains no anomalies or is assumed to be anomaly-free, in order to build
a model of normal behavior. Deviations from this model are then detected and classified as
potential anomalies [1}|13].

Definition 7 (Real-Time Evaluation). Real-Time Evaluation refers to the process of evaluating data
as events occur [12]. In the context of this work, it describes an algorithm’s ability to process incoming
data continuously and output results without accumulating delays, maintaining a consistent, minimal
latency relative to the arrival of new data points.

Definition 8 (Edge Computing). Edge Computing is a type of computing in Internet of Things (loT)
systems that enables devices to process data locally, close to the source, rather than relying solely on
a central server. Each edge device can analyze data from multiple sensor nodes, using results locally
or performing partial computations before sending processed data to a central server or cloud [18].
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To achieve the first research objective (O1), | first derived the requirements for any suitable algorithm
from the given use case using SOPHIST requirement templates [19]. For this purpose, | defined the
importance of various algorithm features based on the characteristics of the use case. Namely, those
were: runtime, hardware requirements, quality metrics and the type of processable data.

Next, to achieve the second research objective (O2), | developed a context-based evaluation scheme
using multi-attribute decision making [20H24] to systematically assess the feasibility and performance
of algorithms within this use case. To achieve a decision in multi-attribute decision making and
thereby creating such an evaluation scheme, several steps must be carried out:

« Definition of the set of alternatives, in the context of this work the algorithms, between which a
choice is to be made.

+ Selection of use-case—specific relevant attributes from the overall set of available attributes.

+ Classification of attributes into binary-scored attributes, which determine whether an alternative
is admissible and continuously-scored attributes, which increase or decrease the suitability of
an alternative.

 Standardization of attribute values.
+ Selection of a weight for each attribute.

« Computation of the resulting score as weighted sum for all alternatives.

The performance data used in this study was obtained from Schmidl et al. [1], who evaluated a range
of algorithms across the three different learning types (Definition|[6). This work does not replicate
or extend those evaluations, but rather uses them as a basis for algorithm selection tailored to the
specific use case. The work of Schmidl et al. is well suited as such a basis since it includes a high
number of comparable results, comparing 71 machine learning algorithms for anomaly detection in
time series, 33 of which are capable of processing multivariate data, across 976 datasets, 74 of which
are multivariate. They provided the following parameters for each algorithm-dataset combination:
training preprocess time, training main time, execution preprocess time, average precision over all
datasets, the area under the curve (AUC) for the receiver operating characteristic (ROC), the AUC
of the precision—recall curve (PR), the AUC of the range-based precision range-based recall curve
(PrRt) overall time and an error status indicator. However the limited number of resulting parameters
poses some limitations on the evaluation scheme.

Established frameworks exist for selecting an appropriate algorithm for a given use case based on the
cost and frequency of misclassifications [25}126]. However, due to the lack of comparable parameters,
particularly the specific elements of the confusion matrices, as well as measures such as specificity
and sensitivity, these frameworks are not applicable in the present context.

| applied the scoring function which resulted from multi-attribute decision making to all algorithms
provided by Schmidl et al. Since no domain-specific weighting guidelines were available, the weights
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were selected based on reasoned argumentation. The evaluation was conducted separately for the
three different learning types.

To verify the weight selection, | conducted a robustness analysis by performing a Monte Carlo sim-
ulation. For this analysis, | applied the algorithm described by Jangid et al. in their stability and
robustness study [27]:

 Step 1: Initialize Parameters
Let W; be a random variable representing the i-th weight in any iteration. The random variable
is normal distributed with

Wi~N(p=w;, 0 =a-w,) (2.1)
where « is an uncertainty factor controlling the variance and w; is the preselected value for the
i-th weight. The random variables W;, W; are independent for i = j.

+ Step 2: Monte Carlo Simulation
For each simulation s = 1 to T, | repeated the following steps:
— Sample the weights Wy, ..., W, from their respective distributions.
— Apply the evaluation scheme S with the sampled weights.
— Calculate the algorithm ranking form the resulting scores.
+ Step 3: Stability Analysis of Rankings
The simulation provides one score per algorithm per repetition. | used the scores to calculate

the rank of each algorithm relative to each other per repetition. From that, | calculate the mean
ranks and standard deviations.

+ Step 4: Visualize Ranking Variability
| visualized the results using a boxplot and a scatterplot with error bars, where each dot indi-
cates mean rank per algorithm and the error bars indicate standard deviation.

Finally, to achieve the last research objective (O3), | provide a ranked list of the top-performing algo-
rithms within each category based on the results of the Monte Carlo Simulation.
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3.1 Requirements

The objective of this work is to identify effective machine learning algorithms for anomaly detection in
multivariate time series data. In practice, an algorithm is supposed to classify data generated during
mechanical ventilation, identifying anomalous sequences that may result from faulty measurements.
These classifications are used to suppress these false alarms and instead generate alerts that guide
medical staff toward the underlying equipment issue. For an algorithm to be considered effective,
it must satisfy several requirements derived from the use case that can be grouped into four main
categories, as shown in Table[T]and described in more detail below.

Category ID | Requirement: The algorithm...

Runtime R1 | ...shall process each incoming data point in real-time
Runtime R2 | ...shall run stable, i.e. without errors and crashes
Hardware R3 | ...shall be executable on embedded hardware

Output Quality | R4 | ...shall minimize the number of false positives

Output Quality | R5 | ...shall minimize the number of false negatives

Input Data R6 | ...shall be capable of anomaly detection on multivariate time series

Input Data R7 | ...should be focused on detecting sequence anomalies

Table 1: Overview of the requirements for the algorithms

3.1.1 Runtime Requirements

(R1) The algorithm shall process each incoming data point in real time (Definition . Therefore
each data point must be processed at least as fast as it is generated by the sensors. An insufficient
processing speed would lead to buffering delays or data loss.

(R2) The algorithm shall run stable, meaning without errors and crashes. This is important for the
algorithm to reliably perform its task.

3.1.2 Hardware Requirements

(R3) The algorithm shall be executable on a Raspberry Pi 5 or equivalent embedded hardware.
The use of edge computing (Definition[8) for time-series anomaly detection is becoming increasingly
prevalent as advances in hardware enable embedded systems to execute machine learning algo-
rithms [18]. Edge computing offers the advantage of processing data close to its source, eliminating
the need to transmit it to a central server. This approach provides significant benefits in terms of pri-
vacy, security and network latency compared to more centralized architectures [18]. The Raspberry
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Pi 5 features a 64-bit quad-core ARM processor operating at 2.4 GHz and up to 16 GB of RAM [28].
It serves as a benchmark platform for this work due to its widespread use in this domain [18].

3.1.3 Output Quality Requirements

(R4) The algorithm shall minimize the number of false positives. This is the primary performance
criterion. A false positive classification poses severe risks, as it classifies a non-anomalous sequence
as anomalous. In the context of this work, such misclassification might lead to the suppression of
a genuine alarm, which could result in direct patient harm, including death. It also would lead to
an unnecessary misleading alarm signaling faulty equipment, adding to instead of reducing alarm
fatigue and presumably taking attention away from a potentially critical patient.

(R5) The algorithm shall minimize the number of false negatives. This is a secondary performance
criterion. A false negative is an undesirable classification outcome, as it classifies an anomalous
sequence as non-anomalous. In the context of this work, such misclassification results in alarms
caused by faulty equipment not being suppressed, but instead processed by the mechanical ven-
tilator. Although the ventilator may be capable of detecting the equipment fault, alarms generated
by measurement errors may override this detection [9]. Consequently, this leads to misleading false
alarms for medical staff, thereby contributing to alarm fatigue and potentially prompting inappropriate
medical interventions [29].

In general, both false positives and false negatives should be minimized. However, the complete
elimination of these errors is rarely achievable in practice. It is therefore important to note that a
false negative is deemed more tolerable, as it only preserves the existing state without the benefits
of integrated alarm management, while a false positive has the potential to actively worsen a critical
situation.

3.1.4 Input Data Requirements

(R6) The algorithm shall be capable of performing anomaly detection (Definition |[4) on multivariate
time series (Definition[2), since the intended use is to identify anomalies in time series across multiple
input channels.

(R7) The algorithm should be focused on detecting sequence anomalies (Definition 2) rather than
point anomalies (Definition 1). The overarching goal is to prevent incorrect clinical interventions
triggered by false alarms. Clinically relevant anomalous situations in mechanical ventilation are typ-
ically not isolated single data points but manifest as broader anomalous patterns persisting over a
longer period of time [9].

3.1.5 Optional Requirements and Tie Breaker

Some attributes of the algorithms, such as ease of implementation, are not essential for achieving
good performance in our use case. However, these attributes may be used as tie-breakers if two or
more algorithms obtain identical or very similar scores.
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3.2 Defining the Evaluation Scheme

The problem of evaluating and comparing different algorithms can be reduced to comparing their
relevant attributes. Because the relative importance and impact of these attributes are not imme-
diately evident, | used multi-attribute decision making (also known as multi-attribute utility theory or
multi-criteria evaluation) to aggregate and rank candidate algorithms [20+24]. Multi-attribute decision
making is a method for comparing a set of alternatives based on their respective attributes within
the context of a specific use case or requirement scenario. As this work builds upon the analysis
conducted by Schmidl et al., the set of alternatives considered here is restricted to the algorithms
evaluated in their analysis. | denote this set of algorithms as A. In the following sections, | present
my results based on applying multi-attribute decision making to identify viable solutions to this deci-
sion problem.

3.2.1 Selection of Algorithm Attributes

Due to the limited data available for each algorithm-dataset run in the analysis by Schmidl et al.,
not all requirements can be directly evaluated or quantified. Instead, | used reasonable substitute
metrics where necessary. Consequently, each algorithm A € A is represented by a vector (ay,...,a,)"
containing its relevant attributes to this evaluation, as reported in the analysis by Schmidl et al.

To evaluate a model’s responsiveness and execution efficiency (R1), an established metric such as
the mean time to detect (MTTD) would be ideal [13]. However, the data required to compute this
metric are not available from the analysis by Schmidl et al. As an alternative, the mean processing
time per data point on time series comparable to those expected in the operational setting could serve
as an appropriate metric. Since the time series used in the given analysis cannot be assumed to
match the number of channels, complexity or sampling frequency of those encountered in a clinical
environment, | use the algorithm’s mean execution time per time series (a;) as the corresponding
performance indicator, excluding potential training times. Since all time series considered in this
evaluation are synthetically generated and of equal length |1], this metric reflects the general relative
differences in processing speed between algorithms.

The error rate (a,,,) is an important metric, as algorithms prone to frequent errors or crashes are
unsuitable for the intended use case (R2). However, this metric should not be overemphasized,
since the algorithms are evaluated on hardware platforms different from those used in the future
of this project [1] and therefore may differ in computational capability and stability. Moreover, cer-
tain implementation-related errors in otherwise promising algorithms may be identified and corrected
through further optimization or debugging, as has been demonstrated in previous work [1].

The hardware requirement (R3) can be assessed by comparing the computational resources avail-
able in future work using this evaluation scheme with those used by Schmidl et al. Since the hardware
resources allocated to each algorithm in their study are generally lower than those provided by the
Raspberry Pi 5, any algorithm that successfully executed on their hardware can be reasonably ex-
pected to run on the Raspberry Pi 5 as well.

In terms of performance metrics (R4 and R5) the analysis by Schmidl et al. is limited. In their study,
the anomaly detection algorithms first assigned an anomaly score to each data point in a time series.
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These scores were then classified as anomalous or non-anomalous using thresholds on the anomaly
scores. The available metrics reflect this classification. They include: average precision across all
classifiers, AUC ROC, AUC PR and the AUC PrRt. Among these, the latter is the most significant, as
it is specifically designed to evaluate an algorithm’s ability to detect range-based patterns in skewed
datasets, which is characteristic of anomaly detection tasks [1//30]. Consequently, this work will focus
exclusively on this performance metric moving forward.

The ability of an algorithm to detect anomalies in multivariate time series (R6) can be directly derived
from the evaluation by Schmidl et al., as anomaly detection on time series was used as an inclusion
criterion in their study. For each algorithm, they explicitly reported whether it is capable of handling
multivariate time series, allowing this requirement to be adopted without further analysis.

The ability of an algorithm to detect sequence anomalies rather than point anomalies (R7) cannot
be quantified using the available algorithm attributes. Therefore, this criterion is excluded from the
evaluation scheme and potential approaches to address this limitation are discussed in chapter[4]

3.2.2 Classification of Algorithm Attributes

In an ideal scenario, all evaluation criteria would allow for a clear distinction between acceptable and
unacceptable algorithms. This would result in two distinct sets: one comprising algorithms that fully
satisfy all criteria and are considered equally ‘perfect, and another comprising algorithms that fail at
least one criterion and are deemed unsuitable.

In practice, however, not all criteria can be meaningfully reduced to a simple yes-or-no distinction.
For some attributes, it is difficult or impossible to define a precise threshold separating acceptable
from unacceptable values. Such limitations may arise from insufficient empirical evidence or from the
intrinsic impossibility of achieving an optimal value for certain characteristics.

To incorporate this variability into the evaluation scheme, some algorithm attributes are not treated
as binary attributes. Instead, fuzzy logic is applied [21} 22| 24} [31}32]. In fuzzy logic, an element is
not strictly included or excluded from one set but may exhibit degrees of membership between 0 and
1 [32]. These degrees are expressed using membership functions. In classical set theory, an element
x either belongs to a set A or does not and the corresponding membership function is defined as

c 1, ifxeA
pylx) = (3.1)

0, ifxeA
Fuzzy logic, in contrast, allows membership functions to take continuous values between 0 and 1.
Typical choices include linear, polynomial, Gaussian, sigmoid and other functional forms [22} |31} |32].
This means attributes in the evaluation framework are classified into two categories: binary-scored
and continuously-scored. Binary-scored attributes follow classic set theory, as their score can take
one of two possible states, a; € {true, false} or {0,1}. A binary score may be assigned based on
qualitative fulfillment of a requirement, by exceeding a defined quantitative threshold or through any
other assessment that yields a clear distinction between fulfillment and non-fulfillment. Algorithms

that fail to satisfy such attributes (i.e., receive a value of 0) are excluded from further consideration.

Continuously scored attributes follow the principles of fuzzy logic, as they cannot be evaluated as
simply fulfilled or not fulfilled. Instead, they are assessed according to their degree of fulfillment.

10
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These attributes are represented as real numbers, a4; € R and contribute quantitatively to the overall
evaluation score that determines the suitability of an algorithm.
The classification of attributes are summarized in Table[2 and discussed below.

Requirement | Name Meaning Scoring
(R1) a; mean overall execution time of algorithm continuous
(R2) Aery error rate of algorithm continuous
(R3) Anardware | €Xpected to run on raspberry pi 5 binary
(R4), (R5) ap, R, mean AUC of ranged based PR of algorithm | continuous
(R6) apmvap | for multivariate anomaly detection on TS binary
(R7) - - -

Table 2: Overview of the used algorithm attributes for evaluation per requirement including how they are scored.
Note that there is no available attribute to quantify an algorithms ability to detect sequence rather than
point anomalies. Therefore this requirement is excluded from this evaluation. Further discussion can
be found in chapter|4]

The hardware requirement (R3) and the requirement that the algorithm must support multivariate
time-series anomaly detection (R6) are both evaluated as binary requirements, as each can only be
either satisfied or not. This corresponds directly to the binary attributes ay;;, 447 @Nd apryap-
Execution time could, in principle, be treated as a binary attribute, as an algorithm may either be
capable of real-time evaluation (Definition [7) or not. The Patient-mounted sensors generate data
points at a fixed rate and the algorithm must be able to process these points at least as quickly
as they are produced (R1). However, the generation time per data point may vary depending on
the hardware used and the generation rate may be adjustable to some extent. There may exist a
maximum generation rate, corresponding to the smallest interval at which new data points can be
produced, as well as a minimum feasible generation rate, below which the data stream becomes
too slow to be useful for this application. To incorporate this variability into the evaluation scheme,
execution time is not treated as a binary attribute.

The error rate is treated as a continuous-valued attribute because, as discussed in Chapter
future work will involve different hardware, which can introduce unexpected errors and crashes or po-
tentially eliminate them. In addition, some implementation-related errors may be fixable, as demon-
strated previously [1]. Therefore, it is not feasible to define a fixed cutoff for how many errors and
crashes of the algorithm are tolerable on the basis of the available data.

The performance metric PrRy AUC is treated as continuous because, like other similar metrics, it
represents a trade-off and is unlikely, if not impossible, to achieve an ideal value |30} 33|. Therefore,
defining a fixed cutoff is not feasible. Instead, the metric is interpreted according to the principle that
higher values indicate better performance.

11
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3.2.3 Standardization of Attribute Values

In multi-attribute decision making, attributes are processed to be quantitative and comparable [22].
For binary-scored attributes, this means mapping them from boolean to numeric values. For continu-
ously-scored attributes, this means normalization [20H23].

The binary-scored attributes ay,,, 4., and ap v 4p are mapped using the indicator function:

1, if a; satisfies the requirement R
1gr(a;) = (3-2)
0, else

For continuously-scored attributes, | applied appropriate normalization methods to map their values
onto the interval [0, 1], resulting in normalized scores a; for the different attributes a;. This ensures
comparability across attributes with different scales and units.

For execution time (a;), the goal is to assign full membership (value 1) to algorithms whose execution
time per data point is faster than the maximum generation rate, since additional speed offers no
further benefit. Conversely, algorithms slower than the minimum feasible generation rate should
receive no membership (value 0), as they cannot process the data stream in real time. Algorithms
whose execution time falls between these two boundaries should be mapped linearly to a score in
[0,1]. This results in the following Z-shaped membership function:

1, if £ < by
* z bZ_t :
ay = fbl;bz(t) = W, if bl <t< bz (33)
0, if t > by

where by represents the maximum generation rate (lower bound) and b, the minimum feasible gen-
eration rate (upper bound).

04 ¢ by 10 —ewel b by

- b by
0.8 0.8
0.6 1 0.6 1

F(t) F(t)

0.4 1 0.4
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Figure 2: f* applied to the algorithm execution time, with the bounds b, and b, set to the first and third quartiles
(90.25 and qq.75), respectively. The full function is shown over the entire data set (leff) and over the
interval [0,100] (right).

At present, the actual values of b; and b, are unknown. Since neither the bounds of the sensor gen-
eration rate nor the expected number of data channels can be reliably estimated, these parameters
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cannot be set meaningfully. Therefore, in this work b; and b, are approximated by the first and third
quartiles, q¢.,5 and q 75, respectively (Figure. This serves as a proof of concept and these values
should be replaced with empirically grounded estimates once they become available.

For both error rate (a,,,) and the performance attribute AUC PrRr (ap.g,), | applied min—-max nor-
malization. The only difference is that the normalized error-rate score is replaced by its complement.
This ensures that lower error rates correspond to higher final scores, which aligns the direction of all

metrics.
* Aerr — min(aerr)

=1- 4
ferr max(aerr) - min(aerr) (3 )

ap.r, —min(ap.g,)
max(ap,g,)—min(ap,g,)

a*PTRT =
with
A(i):{ai|(a1---ﬂi---an)T:Ae‘/A} -

Even though min-max normalization is not robust in this form, it comes with the advantage of retaining
the original distribution of scores [34]. It is also an established way of processing attribute data for
multi-attribute decision making [22]. The results of normalization can be seen in Figure

3000 . 1 1 1 —r
2700 0.9 : 0.9 0.9 l
2400 0.8 ’ 0.8 0.8
2100 0.7 0.7 0.7
1800 0.6 . 0.6 0.6
o . N
S
© 1500 0.5 ° 0.5 0.5
>
1200 = 0.4 0.4 0.4
900 0.3 0.3 0.3
600 0.2 — 0.2 0.2
300 0.1 0.1 —l— 0.1
,;I;‘
0 - 0 0 0 P, - o5 e
Runtime Error Rate Range AUC PR Time Score Error Score Range PR Score
(Before Normalization) (After Normalization)

Figure 3: Distribution of continuous algorithm attributes. Left: raw measurements without normalization, right:
corresponding scores after their respective normalization.

3.2.4 Form Weighted Sum

The evaluation scheme S is designed to assign each algorithm A € A a score s 4 €[0,1]:

S:A—[0,1], Ab>sy (3.7)
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A straightforward approach following multi-attribute decision making [20] is to define S as a weighted
sum of the relevant attributes of A:

n

S(A) = Zai w; (3.8)
i=1
where A = (ay,...,a,)T represents the attribute values of an algorithm and w = (w,...,w,)T denotes
the corresponding weights. This allows a user of this evaluation scheme to tune it to the needs of any
use case. However, this approach alone is insufficient due to the binary scoring of requirements (R3)
and (R6), as it does not impose a sufficiently strong penalty for their violation. Instead, the overall
score is divided into two separate functions, which are multiplied to obtain the final score [21]:

S(A)=B(A)-C(A) (3.9)
The first function,

B: A —{0,1} (8.10)
ensures compliance with all binary-scored requirements. The second function,

C:A—[0,1] (3.11)

computes the continuous performance score of the algorithm. The function B is defined as the product
of the fulfillment of all binary-scored requirements, which, in this case, is the product of the fulfillment
of ajraware @aNd apry ap, the attributes corresponding to the two binary-scored requirements (R3) and
(R6):

B(A) = 1r3(anardware)  1r6(@rmvap) (3.12)

With this definition, | can multiply B(.A) with any score, as shown in Eq. to retain the score if the
algorithm satisfies both binary-scored requirements or set it to the minimum value of zero if it does
not.

The normalized continuous performance metrics are added as a weighted sum to a linear term. In
order for the score to be in the interval [0, 1], the term must also be normalized by dividing it by the
sum of all weights. This leads to the complete Term

1 * * *
C(-A) = Z?:l w; . (wt At Wepp * Aoy + wPTRT ) aPTRT) (31 3)
or in vector notation:
_ 1 T(* * * T
CA) = sy (Tl i iy, )T ) (314

This leads back to the complete form of S as

T
T * * *
w (at’ Aerrs aPTRT)

3
21:1 wi

S(A) = 1r3(anardware) - 1re(@mvap) - (3.15)
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3.3 Applying the Evaluation Scheme

To ensure the best comparability between the different evaluations, particularly across the differ-
ent learning types, only results from algorithms applied to the synthetically generated GutenTAG
datasets were included, as these datasets provide controlled anomaly types, well-defined pat-
terns and perfectly labeled data.

3.3.1 Weight Selection

One established approach for choosing weights is equal weighting [22], which sets all attribute
weights to the same value, i.e. w; = w;V i,j (Figure.

1 Unsupervised Semi-Supervised Supervised
Training Type
0.9 = Range PR Score
0.8 = Time Score
= Error Score
0.7
0.6
[0) ]
80.5 I
()
0.4 l
0.3
: I I I I
0.1
0Il III_ m
@ A
QDR ”7?1/,15 ooo, Ot T % s 00 %
KON OO’?Q xS‘ R AN ’o,%”zq %
@,)) s 2 %, "9/1/ /l'/l/o YV
Figure 4: Application of the evaluation scheme with equal weighting.
1 Unsupervised Semi-Supervised Supervised
Training Type
0.9 = Range PR Score
0.8 = Time Score

= Error Score

Figure 5: Application of the evaluation scheme with w, = 0.8, w,,, = 0.5 and wp, g, = 1.
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However, as mentioned, the error score aj,, should not be overemphasized, since differences in
hardware or minor code modifications could lead to substantially different results. The time score
a;, while important, is only partially reliable because the actual time budget per data point remains
uncertain and more powerful hardware may alter the measured values. The most critical metric is
the performance score “*PTRT' Based on this rationale, | set the weights to w;, = 0.8, w,,, = 0.5 and
wp.Rr, = 1 (Figure. This means that the time score a; contributes approximately 35 % to the final
score, the error score a;,, about 22 % and the performance score aj, p about 43 %.

3.3.2 Robustness Test

In order to evaluate the robustness of the ranking of algorithms under the evaluation scheme, | used
a Monte Carlo simulation. A Monte Carlo simulation models the behavior of a system by repeat-
edly sampling input parameters from parameter-specific probability distributions and analyzing the
resulting outputs [35] 136]. Depending on the use case, the specific steps may vary slightly, but they
typically involve generating a static model, identifying the input distributions, sampling random vari-
ables from these distributions and feeding them into the model and finally analyzing the resulting
outputs |35!/36].

The goal is to apply the evaluation scheme while varying the weights in order to analyze the effect on
the ranking of algorithms. In this context the evaluation scheme from Eq.[3.15|can be interpreted as
a function dependent on the weight vector w rather than directly on the algorithm A. In other words,
the weights become input arguments, while the algorithm attributes serve as fixed weights for each
algorithm. This perspective allows the use of the same analytical procedures as if the weights were
fixed and the input values were varying.

| set the uncertainty factor to a = 0.1 and the weights to w; = 0.8, w,,, = 0.5 and wp r, = 1 as
discussed in Chapter[3.3.1] This results in the following weight distributions:

W, ~ N (4= 0.8, o = 0.08) (3.16)
W,y ~ N (1= 0.5, 0 = 0.05) (3.17)
Wpr, ~N(p=1, 0 =0.1) (3.18)

| used T = 100,000 to ensure statistical significance. This is well above established numbers like
1000 [27]. The numbers for mean rank and standard deviation can be seen in Table [A1]and are
visualized in Figures|[6|and[7}

The best-performing algorithms according to the mean rank are PCC for unsupervised learning, RB-
Forest and RobustPCA for semi-supervised learning and Normalizing Flows for supervised learning
(Table[3). All four achieve a mean rank better than five and exhibit a low standard deviation.
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Figure 7: Results of the Monte Carlo simulation. Each dot indicates the mean rank of an algorithm over all
runs. The error bars indicate standard deviation and therefore consistency of the mean rank.

Name Training Type Mean rank | Standard deviation
Normalizing Flows | Supervised 1.21289 0.4234733063563865
RBForest Semi-Supervised | 1.79299 0.4051647831253533
RobustPCA Semi-Supervised | 2.99412 0.07645576534729474
PCC Unsupervised 4.38314 0.5215040364796812

Table 3: Best performing algorithms from the Monte Carlo simulation. For semi-supervised learning | included
two algorithms, as both mean ranks are close together.
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4 Discussion

In this work, I first formulated a set of requirements that define a suitable algorithm for alarm manage-
ment in mechanical ventilation (Table (O1). Based on these requirements, | developed a context-
based evaluation scheme for anomaly detection algorithms using multi-attribute decision making
(Eq. (O2). Finally, | applied this scheme using reasoned weights (Figures[4and [5), conducted
a Monte Carlo simulation to identify algorithms with consistently high ranks and strong stability under
weight variation (Figures|[6]and[7) and provided the resulting ordered list (Table [AT) (O3).

4.1 Interpretation

The score obtained by applying the evaluation scheme S to an algorithm A reflects its expected
usefulness in the context of alarm management for mechanical ventilation. The score is normalized
such that S(A) € [0,1], where 1 is the best possible score and 0 the worst. Due to normalization
within the scoring process, scores should be interpreted as relative to the set of algorithms under
consideration. The evaluation scheme is context-based, as it is highly specialized for this specific
use case and the available data used for evaluation. The scheme is not intended to be generalized
beyond this application. However, it may be useful for addressing similar problems. For meaningful
comparisons between algorithms, | recommend the following steps when applying the evaluation
scheme:

Define a set of algorithms between which a choice is to be made.

Evaluate all algorithms on the same datasets.

Compute the required metrics: execution time, error rate (i.e., crash rate) and PrRt AUC. Ap-
propriate execution-time thresholds must be defined.

Compute the final scores using reasonable weights and compare the results.

On this basis, one may either rank all algorithms or simply select the highest-scoring option.

The Monte Carlo simulation provides the mean rank and standard deviation for each algorithm under
predefined weight uncertainty. The mean rank implies the viability of one algorithm relative to the
other algorithms in the decision problem, whereas the standard deviation reflects the variability of
this result or, in other words, the confidence one may place in the ranking [27]. Using this argumen-
tation and the results from my Monte Carlo simulation (Figure , it becomes evident that several
algorithms can be regarded as highly viable with high confidence, as they consistently achieve high
ranks (PCC, RBForest, RobustPCA, Normalizing Flows). Similarly, some algorithms can be regarded
as highly unviable with high confidence (OmniAnomaly, TAN0oGAN, HIF), while for others | can draw
no confident conclusion due to their high variability in rank (DBStream, k-means, LSTM-AD).

For general-purpose applications, an unsupervised algorithm with a similar score may be preferred
over a supervised one, as it requires substantially less training effort. Supervised algorithms depend
on labeled datasets, which are rare for time series [13]. However, since | expect meaningful differ-
ences between learning types due to the problem’s complexity | conducted the evaluation separately
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for the three learning types. Mechanical ventilation involves diverse, complex patterns, including non-
anomalous pattern shifts, so a supervised algorithm may be better suited, as it can explicitly learn to
distinguish anomalous from non-anomalous patterns.

4.2 Limitations

Several limitations must be considered when interpreting the results of this work.

First, | could not determine execution-time thresholds, reducing the significance of the time score
and therefore the overall numeric score. Although most algorithms achieved high scores in this
attribute (median > 0.9, Figure[3), the impact of this limitation on the resulting rankings cannot be
fully assessed and should be evaluated once appropriate thresholds are available.

Second, the weights were set by reasoned argument rather than a case study or expert consultation,
as such would have exceeded the scope of this work. Alternative weight choices could yield different
rankings. Nonetheless, | am confident in the robustness of the results, as the Monte Carlo simulation
proofed the robustness and stability of leading algorithms under weight variations (Figures [6] [7).
Third, | could not quantify requirement (R7), concerning an algorithm’s focus on detecting sequence
anomalies rather than point anomalies. | explored the approach of evaluating algorithms only on
sequence-anomaly datasets. This proved problematic, as available datasets were univariate and
therefore not representative of the intended multivariate use case [1]. In practice, it may be possible
to filter point anomalies using highly specialized algorithms or to preprocess the time series in other
ways to mitigate their impact. However exploring such approaches was beyond the scope of this
work.

A key concern is the error rate, how frequently algorithms crash. Algorithms with high crash rates,
such as Normalizing Flows, may introduce bias in other attributes, as failures are more likely on time
series that would otherwise yield below-average scores. To mitigate this effect, the analysis was
restricted to time series from the GutenTAG dataset, which ensures comparability. These time series
are synthetically generated [1], providing clean labels, uniform length and only predefined patterns,
trends and anomaly types.

Taken together, these limitations imply that while rankings offer a useful guide for algorithm selec-
tion, numerical scores should be interpreted cautiously and validated with domain-specific data and
thresholds. Therefore, my focus in this work was on algorithm ranking rather than absolute scores.
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5 Conclusion

False alarms in medical devices pose a significant danger in modern healthcare, as they can lead to
alarm fatigue and inappropriate treatment. Despite the severity of the problem, no general solution
has yet been established. A prominent example of this issue, as discussed in Chapter is sensor
failure in medical equipment such as mechanical ventilators.

In this work | took the first step toward addressing the gap in detecting sensor failures in mechanical
ventilation by developing a comprehensive, context-based evaluation scheme to assess the suitability
of algorithms for this application. To do so | applied an established approach for solving decision prob-
lems, multi-attribute decision making, to determine which algorithm demonstrates the highest viability
for this purpose. The results of the Monte Carlo simulations (Figures[6]and[7) confirm the robustness
and stability of my proposed solution to the decision problem. Based on these findings, | recommend
the following algorithms for investigation on tailored datasets: PCC for unsupervised learning, RB-
Forest and RobustPCA for semi-supervised learning and Normalizing Flows for supervised learning
(Table[3).

In future work these algorithms may be used in a system capable of autonomously detecting and,
where appropriate, suppressing false alarms or correctly classifying the source of an alarm, distin-
guishing between acute patient danger and equipment malfunction. Further evaluation to find the
most viable algorithm or ensemble for this task need to be done using simulated medical data. For
that simulation, | may use the facilities of the simulation and usability laboratory of the Institute for
Medical Informatics at Uniklinik RWTH Aacherﬂ as the lab provides the necessary equipment to
generate such data. Later stages of future work may focus on implementation and validation within
the simulated embedded environment.

Thttps://www.ukaachen.de/kliniken-institute/institut-fuer-medizinische-informatik/simlab/
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Name Training Type Mean rank | Standard deviation
PCC Unsupervised 4.38314 0.5215040364796812
HBOS Unsupervised 5.98055 0.6374917736391703
EIF Unsupervised 6.10048 0.8725430550487666
DBStream Unsupervised 7.0907 3.1468067201411456
KNN Unsupervised 7.66678 0.7134490323037948
COPOD Unsupervised 8.99132 0.8951383526174641
iForest Unsupervised 11.00118 | 0.5622470709729723
IF-LOF Unsupervised 12.33022 | 0.6325019780107589
LOF Unsupervised 12.95211 0.8712428700089224
k-Means Unsupervised 14.27735 2.171343852281632
CBLOF Unsupervised 14.41665 | 0.722978564329567
Torsk Unsupervised 19.31624 | 0.7389977832018424
COF Unsupervised 22.15662 | 0.953624281146777
RBForest Semi-Supervised | 1.79299 0.4051647831253533
RobustPCA Semi-Supervised | 2.99412 0.07645576534729474
LaserDBN Semi-Supervised | 9.34276 0.6297932587726608
Hybrid KNN Semi-Supervised | 16.67022 | 1.2942340986154808
LSTM-AD Semi-Supervised | 17.02354 1.864741440791844
Telemanom Semi-Supervised | 17.20744 | 0.5472765676661253
HealthESN Semi-Supervised | 22.1031 0.933551876004246
EncDec-AD Semi-Supervised | 22.10911 1.2685744364092248
DeepAnT Semi-Supervised | 23.51706 | 0.7579410934545046
OmniAnomaly Semi-Supervised | 25.00032 | 0.02366227375025433
TAnoGAN Semi-Supervised | 27.0 0.0

Normalizing Flows | Supervised 1.21289 0.4234733063563865
MultiHMM Supervised 19.36361 1.1019663838788842
HIF Supervised 25.9995 0.02279814022134308

Table A1: Results of the scoring using a Monte Carlo simulation with T = 100,000 repetitions. Weights selected

asw; = 0.8, wer, = 0.5 and wp, g, = 1 with W; ~ N'(p = w;, 0 = 0.1-w;). Results grouped by algorithm
learning type and ordered by mean rank.
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